Data Visualization I

Use the inbuilt dataset 'titanic'. The dataset contains 891 rows and contains information about the passengers who boarded the unfortunate Titanic ship. Use the Seaborn library to see if we can ﬁnd any patterns in the data.

Write a code to check how the price of the ticket (column name: 'fare') for each passenger is distributed by plotting a histogram.

# Titanic: Dataset

Workﬂow:

Exploratory Data Analysis.

Surviving rate Pclass

Name Sex Age

SibSp, Parch Ticket

Fare Cabin Embarked

Feature Engineering

Imputation on Embarked and Age columns Title extraction

Ticket ﬁrst letters Cabin ﬁrst letters Encoding sex column Family size

One Hot Encoding for all categorical variables Machine Learning

Split data into train and test sets Initialize a Random Forest Classiﬁer Hyperparameter Tuning with Grid Search Prediction

**In [1]:**

**import pandas as pd import numpy as np**

**import matplotlib.pyplot as plt import seaborn as sns**

**import pickle**

# Exploratory Data Analysis

**In [2]:**

**train = pd.read\_csv("train.csv")**

**display(train.head())**

**print(train.info()) print(train.info()) print(train.describe())**

PassengerId Survived Pclass Name Sex Age SibSp Parch Ticket Fare Cabin Embarked

1 2 1 1

Cumings, Mrs. John Bradley (Florence Briggs Thayer)

en, Miss.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| female | 38.0 | 1 | 0 | PC 17599 | 71.2833 | C85 | C |

|  |  |  |
| --- | --- | --- |
| 2 3 | 1 | 3 Heikkin Laina |
| 3 4 | 1 | Futrelle  1 Jacque (Lily M |
| 4 5 | 0 | 3 Allen, M Henry |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| female | 26.0 | 0 | 0 | STON/O2.  3101282 | 7.9250 | NaN | S |
| female | 35.0 | 1 | 0 | 113803 | 53.1000 | C123 | S |
| male | 35.0 | 0 | 0 | 373450 | 8.0500 | NaN | S |

0 1

0

3

Braund, Mr. Owen

Harris

male

22.0 1

0

A/5 21171 7.2500 NaN S

, Mrs.

s Heath ay Peel)

r. William

**<class 'pandas.core.frame.DataFrame'> RangeIndex: 891 entries, 0 to 890**

**Data columns (total 12 columns):**
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**# Column Non-Null Count Dtype**

* 1. **PassengerId 891 non-null int64**
  2. **Survived 891 non-null int64**
  3. **Pclass 891 non-null int64**
  4. **Name 891 non-null object**
  5. **Sex 891 non-null object**
  6. **Age 714 non-null float64**
  7. **SibSp 891 non-null int64**
  8. **Parch 891 non-null int64**
  9. **Ticket 891 non-null object**
  10. **Fare 891 non-null float64**
  11. **Cabin 204 non-null object**
  12. **Embarked 889 non-null object dtypes: float64(2), int64(5), object(5) memory usage: 83.7+ KB**

**None**

**<class 'pandas.core.frame.DataFrame'> RangeIndex: 891 entries, 0 to 890 Data columns (total 12 columns):**

**# Column Non-Null Count Dtype**

1. **PassengerId 891 non-null int64**
2. **Survived 891 non-null int64**
3. **Pclass 891 non-null int64**
4. **Name 891 non-null object**
5. **Sex 891 non-null object**
6. **Age 714 non-null float64**
7. **SibSp 891 non-null int64**
8. **Parch 891 non-null int64**
9. **Ticket 891 non-null object**
10. **Fare 891 non-null float64**
11. **Cabin 204 non-null object**
12. **Embarked 889 non-null object dtypes: float64(2), int64(5), object(5) memory usage: 83.7+ KB**

**None**

**PassengerId Survived Pclass Age SibSp \**

|  |  |  |
| --- | --- | --- |
| **count 891.000000** | **891.000000 891.000000** | **714.000000 891.000000** |
| **mean** **446.000000** | **0.383838 2.308642** | **29.699118 0.523008** |
| **std** **257.353842** | **0.486592 0.836071** | **14.526497 1.102743** |
| **min** **1.000000** | **0.000000 1.000000** | **0.420000 0.000000** |
| **25% 223.500000** | **0.000000 2.000000** | **20.125000 0.000000** |
| **50% 446.000000** | **0.000000 3.000000** | **28.000000 0.000000** |
| **75% 668.500000** | **1.000000 3.000000** | **38.000000 1.000000** |
| **max** **891.000000** | **1.000000 3.000000** | **80.000000 8.000000** |
| **Parch** | **Fare** |  |
| **count 891.000000** | **891.000000** |  |
| **mean** **0.381594** | **32.204208** |  |
| **std** **0.806057** | **49.693429** |  |
| **min** **0.000000** | **0.000000** |  |
| **25% 0.000000** | **7.910400** |  |
| **50% 0.000000** | **14.454200** |  |
| **75% 0.000000** | **31.000000** |  |
| **max** **6.000000** | **512.329200** |  |
| Notes: |  |  |

There are some missing values in Age, Embarked and Cabin columns. We do not need PassengerId column

The surviving rate is 38.3% in our dataset

## Survived

Let's start with Survived column. It contains integer 1 or 0 which correspond to surviving ( 1 = Survived, 0 = Not Survived)

**In [3]:**

**# Visualize with a countplot sns.countplot(x="Survived", data=train) plt.show()**

**# Print the proportions print(train["Survived"].value\_counts(normalize=True))**

**0 0.616162**
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**1 0.383838**

**Name: Survived, dtype: float64**

## Pclass

Pclass column contains the socioeconomic status of the passengers. It might be predictive for our model

1 = Upper

2 = Middle

3 = Lower

**In [4]:**

**# Visualize with a countplot sns.countplot(x="Pclass", hue="Survived", data=train) plt.show()**

**# Proportion of people survived for each class print(train["Survived"].groupby(train["Pclass"]).mean())**

**# How many people we have in each class? print(train["Pclass"].value\_counts())**

**Pclass**

**1 0.629630**

**2 0.472826**

**3 0.242363**

**Name: Survived, dtype: float64**

**3 491**

**1 216**

**2 184**

**Name: Pclass, dtype: int64**

As I expected, ﬁrst class passengers have higher surviving rate. We will use this information in our training data.

## Name

At a ﬁrst glance, I thought that I would use the titles.

**In [5]:**

**# Display first five rows of the Name column display(train[["Name"]].head())**

Name

0 Braund, Mr. Owen Harris

1 Cumings, Mrs. John Bradley (Florence Briggs Thayer)

2 Heikkinen, Miss. Laina

3 Futrelle, Mrs. Jacques Heath (Lily May Peel)

4 Allen, Mr. William Henry

We can extract the titles from names.

**In [6]:**

**# Get titles**

**train["Title"] = train['Name'].str.split(', ', expand=True)[1].str.split('.', expand=True)[0]**

**# Print title counts print(train["Title"].value\_counts())**

|  |  |
| --- | --- |
| **Mr** | **517** |
| **Miss** | **182** |
| **Mrs** | **125** |

|  |  |
| --- | --- |
| **Master** | **40** |
| **Dr** | **7** |
| **Rev** | **6** |
| **Mlle** | **2** |
| **Major** | **2** |
| **Col** | **2** |
| **the Countess** | **1** |
| **Capt** | **1** |
| **Ms** | **1** |
| **Sir** | **1** |
| **Lady** | **1** |
| **Mme** | **1** |
| **Don** | **1** |
| **Jonkheer** | **1** |

**Name: Title, dtype: int64**

Is there any relationship between titles and surviving

**In [7]:**

**# Print the Surviving rates by title print(train["Survived"].groupby(train["Title"]).mean().sort\_values(ascending=False))**

|  |  |
| --- | --- |
| **Title** |  |
| **the Countess** | **1.000000** |
| **Mlle** | **1.000000** |
| **Sir** | **1.000000** |
| **Ms** | **1.000000** |
| **Lady** | **1.000000** |
| **Mme** | **1.000000** |
| **Mrs** | **0.792000** |
| **Miss** | **0.697802** |
| **Master** | **0.575000** |
| **Col** | **0.500000** |
| **Major** | **0.500000** |
| **Dr** | **0.428571** |
| **Mr** | **0.156673** |
| **Jonkheer** | **0.000000** |
| **Rev** | **0.000000** |
| **Don** | **0.000000** |
| **Capt** | **0.000000** |

**Name: Survived, dtype: float64**

Apparently, there is relationship between titles and surviving rate. In feature engineering part, I will group title by their surviving rates like following

higher = the Countess, Mlle, Lady, Ms , Sir, Mme, Mrs, Miss, Master neutral = Major, Col, Dr

lower = Mr, Rev, Jonkheer, Don, Capt

## Age

**In [8]:**

**# Print the missing values in Age column print(train["Age"].isnull().sum())**

**177**

There are 177 missing values in Age column, we will impute them in Feature engineering part. Now, let's look at the distribution of ages by surviving

**In [9]:**

**# Survived by age**

**sns.distplot(train[train.Survived==1]["Age"],color="y", bins=7, label="1")**

**# Death by age**

**sns.distplot(train[train.Survived==0]["Age"], bins=7, label="0") plt.legend()**

**plt.title("Age Distribution") plt.show()**

**/home/ihack-pc/.local/lib/python3.8/site-packages/seaborn/distributions.py:2619: FutureWarning: `distplot` is a deprecated function and will be removed in a future version. Please adapt your code to use either `displot` (a figure- level function with similar flexibility) or `histplot` (an axes-level function for histograms).**

**warnings.warn(msg, FutureWarning)**

**/home/ihack-pc/.local/lib/python3.8/site-packages/seaborn/distributions.py:2619: FutureWarning: `distplot` is a deprecated function and will be removed in a future version. Please adapt your code to use either `displot` (a figure- level function with similar flexibility) or `histplot` (an axes-level function for histograms).**

**warnings.warn(msg, FutureWarning)**
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## Sex

Is sex important for surviving?

**In [10]:**

**# Visualize with a countplot sns.countplot(x="Sex", hue="Survived", data=train) plt.show()**

**# Proportion of people survived for each class print(train["Survived"].groupby(train["Sex"]).mean())**

**# How many people we have in each class? print(train["Sex"].value\_counts())**

**Sex**

**female** **0.742038**

**male** **0.188908**

**Name: Survived, dtype: float64 male** **577**

**female** **314**

**Name: Sex, dtype: int64**

Obviously, there is a relationship between sex and surviving.

## SibSp & Parch

SibSp = Sibling or Spouse number Parch = Parent or Children number

I decided to make a new feature called family size by summing the SibSp and Parch columns

**In [11]:**

**print(train["SibSp"].value\_counts()) print(train["Parch"].value\_counts()) train["family\_size"] = train["SibSp"] + train["Parch"] print(train["family\_size"].value\_counts())**

**# Proportion of people survived for each class print(train["Survived"].groupby(train["family\_size"]).mean().sort\_values(ascending=False))**

**0 608**

**1 209**

|  |  |
| --- | --- |
| **2** | **28** |
| **4** | **18** |
| **3** | **16** |
| **8** | **7** |
| **5** | **5** |

**Name: SibSp, dtype: int64**

**0 678**

**1 118**

**2 80**

**5 5**

**3 5**

**4 4**

**6 1**

**Name: Parch, dtype: int64**

**0 537**

**1 161**

**2 102**

**3 29**

**5 22**

**4 15**

**6 12**

**10 7**

**7 6**

**Name: family\_size, dtype: int64 family\_size**

**3 0.724138**

**2 0.578431**

**1 0.552795**

**6 0.333333**

**0 0.303538**

**4 0.200000**

**5 0.136364**

**7 0.000000**

**10 0.000000**

**Name: Survived, dtype: float64**

Apparently, family size is important to survive. I am going to group them in feature engineering step like following

big family = if family size > 3

small family = if family size > 0 and family size < =3 alone = family size == 0

## Ticket

At ﬁrst, I thought that I would drop this column but after exploration I found useful features.

**In [12]:**

**# Print the first five rows of the Ticket column print(train["Ticket"].head(15))**

|  |  |
| --- | --- |
| **0** | **A/5 21171** |
| **1** | **PC 17599** |
| **2** | **STON/O2. 3101282** |
| **3** | **113803** |
| **4** | **373450** |
| **5** | **330877** |
| **6** | **17463** |
| **7** | **349909** |
| **8** | **347742** |
| **9** | **237736** |
| **10** | **PP 9549** |
| **11** | **113783** |
| **12** | **A/5. 2151** |
| **13** | **347082** |
| **14** | **350406** |

**Name: Ticket, dtype: object**

I extracted only ﬁrst letters of the tickets because I thought that they would indicate the ticket type.

**In [13]:**

**# Get first letters of the tickets**

**train["Ticket\_first"] = train["Ticket"].apply(lambda x: str(x)[0])**

**# Print value counts print(train["Ticket\_first"].value\_counts())**

**# Surviving rates of first letters print(train.groupby("Ticket\_first")["Survived"].mean().sort\_values(ascending=False))**

|  |  |
| --- | --- |
| **3** | **301** |
| **2** | **183** |
| **1** | **146** |
| **P** | **65** |
| **S** | **65** |
| **C** | **47** |
| **A** | **29** |
| **W** | **13** |
| **4** | **10** |
| **7** | **9** |
| **F** | **7** |

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| **6** | **6** |
| **L** | **4** |
| **5** | **3** |
| **8** | **2** |
| **9** | **1** |

**Name: Ticket\_first, dtype: int64 Ticket\_first**

|  |  |
| --- | --- |
| **9** | **1.000000** |
| **P** | **0.646154** |
| **1** | **0.630137** |
| **F** | **0.571429** |
| **2** | **0.464481** |
| **C** | **0.340426** |
| **S** | **0.323077** |
| **L** | **0.250000** |
| **3** | **0.239203** |
| **4** | **0.200000** |
| **6** | **0.166667** |
| **W** | **0.153846** |
| **7** | **0.111111** |
| **A** | **0.068966** |
| **5** | **0.000000** |
| **8** | **0.000000** |

**Name: Survived, dtype: float64**

The ﬁrst letters of the tickets are correlated with surviving rate somehow. I am going to group them like following

higher surviving rate = F, 1, P , 9 neutral = S, C, 2

lower surviving rate = else

## Fare

We can plot a histogram to see Fare distribution

**In [14]:**

**# Print 3 bins of Fare column print(pd.cut(train['Fare'], 3).value\_counts())**

**# Plot the histogram sns.distplot(train["Fare"]) plt.show()**

**# Print binned Fares by surviving rate print(train['Survived'].groupby(pd.cut(train['Fare'], 3)).mean())**

|  |  |
| --- | --- |
| **(-0.512, 170.776]** | **871** |
| **(170.776, 341.553]** | **17** |
| **(341.553, 512.329]** | **3** |

**Name: Fare, dtype: int64**

**/home/ihack-pc/.local/lib/python3.8/site-packages/seaborn/distributions.py:2619: FutureWarning: `distplot` is a deprecated function and will be removed in a future version. Please adapt your code to use either `displot` (a figure- level function with similar flexibility) or `histplot` (an axes-level function for histograms).**

**warnings.warn(msg, FutureWarning)**

|  |  |
| --- | --- |
| **Fare** |  |
| **(-0.512, 170.776]** | **0.376579** |
| **(170.776, 341.553]** | **0.647059** |
| **(341.553, 512.329]** | **1.000000** |

**Name: Survived, dtype: float64**

There is also a correlation between ticket fares and surviving

## Cabin

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAQCAYAAAAmlE46AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB7ElEQVQokY2Rv2tTYRSGn3tzb2JbbEGoaNGhggURhxYSVxddXB2btnP/A0dxdcrQQaFKIg66dFIK4iBKIWKkQgUrGNMKLa1VmzQ3yU3ueR1um7YSwRe+4Xzne773/HAKhYL4D2Wz2YFMJhMUi8X4Ip8vqNYw7Qa9TzWINDc3p3y+IKA/nc4A4EliNxBBy3o6JT3tO04iqT49PTWQTqcDTzKaHdhrxuD4aBKAD+UQgH7/sJOpqSyS1WdmZgY8MyGBJCYupLqPxkeTlL62ENBut8nlct3c/PzDuifFPx6FDmQmGs0OtyZn6Us6APiey9Mnj/DMDATFL0HPHh03wU6tQ8KN48H+JGYWD8ckIuu9lchE2DmMPU9Iih0F6B/g3xJwaeKa0y3V7GjS+BWuk3B8hvyRY2B1L3SGR0bjUgVEUQRAub7Ei/U7uH48jGF/jOtnbzPon8F1Xafy+T2b35ZxzQwJTLD8e4HFzbtdCGC7vcqztVlWq6+cvpSHhTUAuQfrKO+9YWnn/n4Xx9UhdN79fMxG6yNXrt6QJFwzsdva4vWPXE8IcEREqDovKw9kMsyEJxnPK/doWa0nNLx1kVTrJN/Pl7QVfmJxLQe4eI1Gg+TbU1zm5jFi/VzJqQ5tcHp7DEBDK3E+WGmSOpHiD/vcHlufPj51AAAAAElFTkSuQmCC)

I found this ﬁgure [wikiwand.com](https://www.wikiwand.com/en/Sinking_of_the_Titanic). The ﬁgure shows us the most affacted parts of the Titanic and the Cabin locations. Although there are many missing value in Cabin column, I decided to extract the Cabin information to try whether it works or not.

**In [15]:**

**# Print the unique values in the Cabin column print(train["Cabin"].unique())**

**# Get the first letters of Cabins**

**train["Cabin\_first"] = train["Cabin"].apply(lambda x: str(x)[0])**

**# Print value counts of first letters print(train["Cabin\_first"].value\_counts())**

**# Surviving rate of Cabin first letters print(train.groupby("Cabin\_first")["Survived"].mean().sort\_values(ascending=False))**

**[nan 'C85' 'C123' 'E46' 'G6' 'C103' 'D56' 'A6' 'C23 C25 C27' 'B78' 'D33'**

**'B30' 'C52' 'B28' 'C83' 'F33' 'F G73' 'E31' 'A5' 'D10 D12' 'D26' 'C110'**

**'B58 B60' 'E101' 'F E69' 'D47' 'B86' 'F2' 'C2' 'E33' 'B19' 'A7' 'C49'**

**'F4' 'A32' 'B4' 'B80' 'A31' 'D36' 'D15' 'C93' 'C78' 'D35' 'C87' 'B77'**

**'E67' 'B94' 'C125' 'C99' 'C118' 'D7' 'A19' 'B49' 'D' 'C22 C26' 'C106'**

**'C65' 'E36' 'C54' 'B57 B59 B63 B66' 'C7' 'E34' 'C32' 'B18' 'C124' 'C91'**

**'E40' 'T' 'C128' 'D37' 'B35' 'E50' 'C82' 'B96 B98' 'E10' 'E44' 'A34'**

**'C104' 'C111' 'C92' 'E38' 'D21' 'E12' 'E63' 'A14' 'B37' 'C30' 'D20' 'B79'**

**'E25' 'D46' 'B73' 'C95' 'B38' 'B39' 'B22' 'C86' 'C70' 'A16' 'C101' 'C68'**

**'A10' 'E68' 'B41' 'A20' 'D19' 'D50' 'D9' 'A23' 'B50' 'A26' 'D48' 'E58'**

**'C126' 'B71' 'B51 B53 B55' 'D49' 'B5' 'B20' 'F G63' 'C62 C64' 'E24' 'C90'**

**'C45' 'E8' 'B101' 'D45' 'C46' 'D30' 'E121' 'D11' 'E77' 'F38' 'B3' 'D6'**

**'B82 B84' 'D17' 'A36' 'B102' 'B69' 'E49' 'C47' 'D28' 'E17' 'A24' 'C50' 'B42' 'C148']**

**n** **687**

**C** **59**

**B** **47**

**D** **33**

**E** **32**

**A** **15**

**F** **13**

**G** **4**

**T** **1**

**Name: Cabin\_first, dtype: int64 Cabin\_first**

**D** **0.757576**

**E** **0.750000**

**B** **0.744681**

**F** **0.615385**

**C** **0.593220**

**G** **0.500000**

**A** **0.466667**

**n** **0.299854**

**T** **0.000000**

**Name: Survived, dtype: float64**

According to surviving rates. I will group the Cabins like following

higher surviving rate = D, E, B, F, C neutral = G, A

lower surviving rate else

## Embarked

Embarked is a categorical features which shows us the port of embarkation. C = Cherbourg, Q = Queenstown, S = Southampton

**In [16]:**

**# Make a countplot**

**sns.countplot(x="Embarked", hue="Survived", data=train) plt.show()**

**# Print the value counts print(train["Embarked"].value\_counts())**

**# Surviving rates of Embarked print(train["Survived"].groupby(train["Embarked"]).mean())**

**S** **644**

**C** **168**

**Q** **77**

**Name: Embarked, dtype: int64 Embarked**

**C** **0.553571**

**Q** **0.389610**

**S** **0.336957**

**Name: Survived, dtype: float64**

No doubt, C has the higher surviving rate. We will deﬁnetely use this information.

# Feature Engineering

We have learned a lot from exploratory data analysis. Now we can start feature engineering. Firstly, let's load the train and the test sets.

**In [17]:**

**# Load the train and the test datasets train = pd.read\_csv("train.csv")**

**test = pd.read\_csv("test.csv")**

**print(test.info())**

**<class 'pandas.core.frame.DataFrame'> RangeIndex: 418 entries, 0 to 417 Data columns (total 11 columns):**

**# Column Non-Null Count Dtype**

1. **PassengerId 418 non-null int64**
2. **Pclass 418 non-null int64**
3. **Name 418 non-null object**
4. **Sex 418 non-null object**
5. **Age 332 non-null float64**
6. **SibSp 418 non-null int64**
7. **Parch 418 non-null int64**
8. **Ticket 418 non-null object**
9. **Fare 417 non-null float64**
10. **Cabin 91 non-null object**
11. **Embarked 418 non-null object dtypes: float64(2), int64(4), object(5) memory usage: 36.0+ KB**

**None**

There is one missing value in the Fare column of the test set. I imputed it by using mean.

**In [18]:**

![](data:image/png;base64,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)

**# Put the mean into the missing value**

|  |  |  |  |
| --- | --- | --- | --- |
|  | **test['Fare'].fillna(train['Fare'].mean(), inplace =** | **True)** |  |
| I have used two types of Imputer from sklearn. Iterative imputer for age imputation, and Simple imputer ( with most frequent strategy) for Embarked  **In [19]: from sklearn.impute import SimpleImputer**  **from sklearn.experimental import enable\_iterative\_imputer from sklearn.impute import IterativeImputer**  **# Imputers**  **imp\_embarked = SimpleImputer(missing\_values=np.nan, strategy="most\_frequent") imp\_age = IterativeImputer(max\_iter=100, random\_state=34, n\_nearest\_features=2)**  **# Impute Embarked**  **train["Embarked"] = imp\_embarked.fit\_transform(train[["Embarked"]]) test["Embarked"] = imp\_embarked.transform(test[["Embarked"]])**  **# Impute Age**  **train["Age"] = np.round(imp\_age.fit\_transform(train[["Age"]])) test["Age"] = np.round(imp\_age.transform(test[["Age"]]))**  We also encode the sex column.  **In [20]: from sklearn.preprocessing import LabelEncoder # Initialize a Label Encoder**  **le = LabelEncoder()**  **# Encode Sex**  **train["Sex"] = le.fit\_transform(train[["Sex"]].values.ravel()) test["Sex"] = le.fit\_transform(test[["Sex"]].values.ravel())**  In EDA, we decided to use family size feature  **In [21]: # Family Size**  **train["Fsize"] = train["SibSp"] + train["Parch"] test["Fsize"] = test["SibSp"] + test["Parch"]**  Ticket ﬁrst letters and Cabin ﬁrst letters are also needed  **In [22]: # Ticket first letters**  **train["Ticket"] = train["Ticket"].apply(lambda x: str(x)[0]) test["Ticket"] = test["Ticket"].apply(lambda x: str(x)[0])**  **# Cabin first letters**  **train["Cabin"] = train["Cabin"].apply(lambda x: str(x)[0]) test["Cabin"] = test["Cabin"].apply(lambda x: str(x)[0])**  Extract the titles from the names  **In [23]: # Titles**  **train["Title"] = train['Name'].str.split(', ', expand=True)[1].str.split('.', expand=True)[0]**  **test["Title"] = test['Name'].str.split(', ', expand=True)[1].str.split('.', expand=True)[0]**  Now, we need some helper functions to group our categories | | | |
| **In [24]:** | **# Group the family\_size column**  **def assign\_passenger\_label(family\_size): if family\_size == 0:**  **return "Alone" elif family\_size <=3:**  **return "Small\_family"** | |  |

|  |  |  |
| --- | --- | --- |
|  | **else:**  **return "Big\_family"**  **# Group the Ticket column**  **def assign\_label\_ticket(first):**  **if first in ["F", "1", "P", "9"]: return "Ticket\_high"**  **elif first in ["S", "C", "2"]: return "Ticket\_middle"**  **else:**  **return "Ticket\_low"**  **# Group the Title column**  **def assign\_label\_title(title):**  **if title in ["the Countess", "Mlle", "Lady", "Ms", "Sir", "Mme", "Mrs", "Miss", "Master"]: return "Title\_high"**  **elif title in ["Major", "Col", "Dr"]: return "Title\_middle"**  **else:**  **return "Title\_low"**  **# Group the Cabin column**  **def assign\_label\_cabin(cabin):**  **if cabin in ["D", "E", "B", "F", "C"]:**  **return "Cabin\_high" elif cabin in ["G", "A"]:**  **return "Cabin\_middle" else:**  **return "Cabin\_low"** |  |
| Apply the functions.  **In [25]: # Family size**  **train["Fsize"] = train["Fsize"].apply(assign\_passenger\_label) test["Fsize"] = test["Fsize"].apply(assign\_passenger\_label)**  **# Ticket**  **train["Ticket"] = train["Ticket"].apply(assign\_label\_ticket) test["Ticket"] = test["Ticket"].apply(assign\_label\_ticket)**  **# Title**  **train["Title"] = train["Title"].apply(assign\_label\_title) test["Title"] = test["Title"].apply(assign\_label\_title)**  **# Cabin**  **train["Cabin"] = train["Cabin"].apply(assign\_label\_cabin) test["Cabin"] = test["Cabin"].apply(assign\_label\_cabin)**  It's time to use One Hot Encoding  **In [26]: train = pd.get\_dummies(columns=["Pclass", "Embarked", "Ticket", "Cabin","Title", "Fsize"], data=tr test = pd.get\_dummies(columns=["Pclass", "Embarked", "Ticket", "Cabin", "Title", "Fsize"], data=te**  Drop the colums that are no longer needed  **In [27]: target = train["Survived"]**  **train.drop(["Survived", "SibSp", "Parch", "Name", "PassengerId"], axis=1, inplace=True) test.drop(["SibSp", "Parch", "Name","PassengerId"], axis=1, inplace=True)**  Final look | | |
| **In [28]:** | **display(train.head()) display(test.head())** |  |

|  |  |  |
| --- | --- | --- |
|  | **print(train.info()) print(test.info())** |  |
| **In [29]:** | Sex Age Fare Pclass\_2 Pclass\_3 Embarked\_Q Embarked\_S Ticket\_Ticket\_low Ticket\_Ticket\_middle Cabin\_Cabin\_l | |
| 0 1 22.0 7.2500 0 1 0 1 1 0 1  1 0 38.0 71.2833 0 0 0 0 0 0 0  2 0 26.0 7.9250 0 1 0 1 0 1 1  3 0 35.0 53.1000 0 0 0 1 0 0 0  4 1 35.0 8.0500 0 1 0 1 1 0 1  Sex Age Fare Pclass\_2 Pclass\_3 Embarked\_Q Embarked\_S Ticket\_Ticket\_low Ticket\_Ticket\_middle Cabin\_Cabin\_l  0 1 34.0 7.8292 0 1 1 0 1 0 1  1 0 47.0 7.0000 0 1 0 1 1 0 1  2 1 62.0 9.6875 1 0 1 0 0 1 1  3 1 27.0 8.6625 0 1 0 1 1 0 1  4 0 22.0 12.2875 0 1 0 1 1 0 1 | |
| **<class 'pandas.core.frame.DataFrame'> RangeIndex: 891 entries, 0 to 890 Data columns (total 15 columns):**  **# Column Non-Null Count Dtype** | |
| 1. **Sex 891 non-null int64** 2. **Age 891 non-null float64** 3. **Fare 891 non-null float64** 4. **Pclass\_2 891 non-null uint8** 5. **Pclass\_3 891 non-null uint8** 6. **Embarked\_Q 891 non-null uint8** 7. **Embarked\_S 891 non-null uint8** 8. **Ticket\_Ticket\_low 891 non-null uint8** 9. **Ticket\_Ticket\_middle 891 non-null uint8** 10. **Cabin\_Cabin\_low 891 non-null uint8** 11. **Cabin\_Cabin\_middle 891 non-null uint8** 12. **Title\_Title\_low 891 non-null uint8** 13. **Title\_Title\_middle 891 non-null uint8** 14. **Fsize\_Big\_family 891 non-null uint8** 15. **Fsize\_Small\_family 891 non-null uint8 dtypes: float64(2), int64(1), uint8(12)**   **memory usage: 31.4 KB None**  **<class 'pandas.core.frame.DataFrame'> RangeIndex: 418 entries, 0 to 417 Data columns (total 15 columns):**  **# Column Non-Null Count Dtype** | |
| 1. **Sex 418 non-null int64** 2. **Age 418 non-null float64** 3. **Fare 418 non-null float64** 4. **Pclass\_2 418 non-null uint8** 5. **Pclass\_3 418 non-null uint8** 6. **Embarked\_Q 418 non-null uint8** 7. **Embarked\_S 418 non-null uint8** 8. **Ticket\_Ticket\_low 418 non-null uint8** 9. **Ticket\_Ticket\_middle 418 non-null uint8** 10. **Cabin\_Cabin\_low 418 non-null uint8** 11. **Cabin\_Cabin\_middle 418 non-null uint8** 12. **Title\_Title\_low 418 non-null uint8** 13. **Title\_Title\_middle 418 non-null uint8** 14. **Fsize\_Big\_family 418 non-null uint8** 15. **Fsize\_Small\_family 418 non-null uint8 dtypes: float64(2), int64(1), uint8(12)**   **memory usage: 14.8 KB None**  3. Machine Learning  To evaluate our model's performance, we need to split our train data into training and test sets.  **from sklearn.model\_selection import train\_test\_split # Select the features and the target**  **X = train.values y = target.values**  **# Split the data info training and test sets**  **X\_train, X\_test, y\_train, y\_test = train\_test\_split(X, y, test\_size=0.2, random\_state=34, stratify** | |

o

o

I have used GridSearchCV for tuning my Random Forest Classiﬁer

**In [30]:**

**# Import Necessary libraries**

**from sklearn.ensemble import RandomForestClassifier from sklearn.model\_selection import cross\_val\_score**

**from sklearn.model\_selection import GridSearchCV, RandomizedSearchCV**

**from sklearn.metrics import accuracy\_score, roc\_auc\_score, confusion\_matrix, classification\_report**

**# Initialize a RandomForestClassifier**

**rf = RandomForestClassifier(random\_state=34)**

**params = {'n\_estimators': [50, 100, 200, 300, 350],**

**'max\_depth': [3,4,5,7, 10,15,20],**

**'criterion':['entropy', 'gini'],**

**'min\_samples\_leaf' : [1, 2, 3, 4, 5, 10],**

**'max\_features':['auto'], 'min\_samples\_split': [3, 5, 10, 15, 20], 'max\_leaf\_nodes':[2,3,4,5],**

**}**

**In [ ]:**

**clf = GridSearchCV(estimator=rf,param\_grid=params,cv=10, n\_jobs=-1) clf.fit(X\_train, y\_train.ravel())**

**print(clf.best\_estimator\_) print(clf.best\_score\_)**

**rf\_best = clf.best\_estimator\_**

**# Predict from the test set y\_pred = clf.predict(X\_test)**

**# Print the accuracy with accuracy\_score function print("Accuracy: ", accuracy\_score(y\_test, y\_pred))**

**# Print the confusion matrix print("\nConfusion Matrix\n") print(confusion\_matrix(y\_test, y\_pred))**

Save the model

**In [ ]:**

**pickle.dump(rf\_best, open("model.pkl", 'wb'))**

We can look at the feature importances.

**In [ ]:**

**# Create a pandas series with feature importances**

**importance = pd.Series(rf\_best.feature\_importances\_,index=train.columns).sort\_values(ascending=Fal**

**sns.barplot(x=importance, y=importance.index) # Add labels to your graph plt.xlabel('Importance') plt.ylabel('Feature')**

**plt.title("Important Features") plt.show()**

Train the model again with entire train data.

**In [ ]:**

**last\_clf = RandomForestClassifier(bootstrap=True, ccp\_alpha=0.0, class\_weight=None, criterion='gini', max\_depth=4, max\_features='auto', max\_leaf\_nodes=5, max\_samples=None, min\_impurity\_decrease=0.0, min\_impurity\_split=None, min\_samples\_leaf=1, min\_samples\_split=15,**

**# Store passenger ids**

**ids = pd.read\_csv("test.csv")[["PassengerId"]].values**

**# Make predictions**

**predictions = last\_clf.predict(test.values)**

**# Print the predictions print(predictions)**

**# Create a dictionary with passenger ids and predictions df = {'PassengerId': ids.ravel(), 'Survived':predictions}**

**# Create a DataFrame named submission submission = pd.DataFrame(df)**

**# Display the first five rows of submission display(submission.head())**

**# Save the file submission.to\_csv("submission\_last.csv", index=False)**

**min\_weight\_fraction\_leaf=0.0, n\_estimators=350, n\_jobs=None, oob\_score=True, random\_state=34, verbose=0, warm\_start=False)**

**last\_clf.fit(train, target) print("%.4f" % last\_clf.oob\_score\_)**

Prepare the submission ﬁle

**In [ ]:**